**Week 3: SPRING CORE MAVEN**

**Additional Handson:**

**Exercise 5: Configuring the Spring IoC Container**

**Scenario:**

The library management application requires a central configuration for beans and dependencies.

**Steps:**

1. **Create Spring Configuration File:**
   * Create an XML configuration file named **applicationContext.xml** in the **src/main/resources** directory.
   * Define beans for **BookService** and **BookRepository** in the XML file.
2. **Update the BookService Class:**
   * Ensure that the **BookService** class has a setter method for **BookRepository**.
3. **Run the Application:**
   * Create a main class to load the Spring context and test the configuration.

Solution:

**Create applicationContext.xml**

**Path:** src/main/resources/applicationContext.xml

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="bookRepository" class="com.library.repository.BookRepository"/>

<bean id="bookService" class="com.library.service.BookService">

<property name="bookRepository" ref="bookRepository"/>

</bean>

</beans>

**BookRepository.java**

package com.library.repository;

public class BookRepository {

public void saveBook(String bookName) {

System.out.println("Book \"" + bookName + "\" saved to repository.");

}

}

**BookService.java**

package com.library.service;

import com.library.repository.BookRepository;

public class BookService {

private BookRepository bookRepository;

public void setBookRepository(BookRepository bookRepository) {

this.bookRepository = bookRepository;

}

public void addBook(String bookName) {

System.out.println("Adding book: " + bookName);

bookRepository.saveBook(bookName);

}

}

**Main.java**

package com.library;

import com.library.service.BookService;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MainApp {

public static void main(String[] args) {

ApplicationContext context = new ClassPathXmlApplicationContext("applicationContext.xml");

BookService bookService = (BookService) context.getBean("bookService");

bookService.addBook("Effective Java");

}

}

Output:
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**Exercise 7: Implementing Constructor and Setter Injection**

**Scenario:**

The library management application requires both constructor and setter injection for better control over bean initialization.

**Steps:**

1. **Configure Constructor Injection:**
   * Update applicationContext.**xml** to configure constructor injection for **BookService**.
2. **Configure Setter Injection:**
   * Ensure that the **BookService** class has a setter method for **BookRepository** and configure it in **applicationContext.xml**.
3. **Test the Injection:**
   * Run the **LibraryManagementApplication** main class to verify both constructor and setter injection.

Solution:

**BookService.java**

package com.library.service;

import com.library.repository.BookRepository;

public class BookService {

private String libraryName;

private BookRepository bookRepository;

public BookService(String libraryName) {

this.libraryName = libraryName;

}

public void setBookRepository(BookRepository bookRepository) {

this.bookRepository = bookRepository;

}

public void addBook(String bookName) {

System.out.println("[" + libraryName + "] Adding book: " + bookName);

bookRepository.saveBook(bookName);

}

}

**src/main/resources/applicationContext.xml**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="bookRepository" class="com.library.repository.BookRepository"/>

<bean id="bookService" class="com.library.service.BookService">

<constructor-arg value="Central Library"/>

<property name="bookRepository" ref="bookRepository"/>

</bean>

</beans>

**BookRepository.java**

package com.library.repository;

public class BookRepository {

public void saveBook(String bookName) {

System.out.println("Book \"" + bookName + "\" saved to repository.");

}

}

**Main.java**

package com.library;

import com.library.service.BookService;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MainApp {

public static void main(String[] args) {

ApplicationContext context = new ClassPathXmlApplicationContext("applicationContext.xml");

BookService bookService = (BookService) context.getBean("bookService");

bookService.addBook("Clean Code");

}

}

Output:
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**Exercise 9: Creating a Spring Boot Application**

**Scenario:**

You need to create a Spring Boot application for the library management system to simplify configuration and deployment.

**Steps:**

1. **Create a Spring Boot Project:**
   * Use **Spring Initializr** to create a new Spring Boot project named **LibraryManagement**.
2. **Add Dependencies:**
   * Include dependencies for **Spring Web, Spring Data JPA, and H2 Database**.
3. **Create Application Properties:**
   * Configure database connection properties in **application.properties**.
4. **Define Entities and Repositories:**
   * Create **Book** entity and **BookRepository** interface.
5. **Create a REST Controller:**
   * Create a **BookController** class to handle CRUD operations.
6. **Run the Application:**
   * Run the Spring Boot application and test the REST endpoints.

Solution:

pom.xml

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

</dependencies>

**application.properties:**

**src/main/resources/application.properties**

spring.datasource.url=jdbc:h2:mem:librarydb

spring.datasource.driverClassName=org.h2.Driver

spring.datasource.username=sa

spring.datasource.password=

spring.jpa.database-platform=org.hibernate.dialect.H2Dialect

spring.h2.console.enabled=true

spring.h2.console.path=/h2-console

spring.jpa.hibernate.ddl-auto=update

**Create Book Entity**

**Book.java**

package com.library.entity;

import jakarta.persistence.\*;

@Entity

public class Book {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String title;

private String author;

public Book() {}

public Book(String title, String author) {

this.title = title;

this.author = author;

}

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getTitle() { return title; }

public void setTitle(String title) { this.title = title; }

public String getAuthor() { return author; }

public void setAuthor(String author) { this.author = author; }

}

**BookRepository.java**

package com.library.repository;

import com.library.entity.Book;

import org.springframework.data.jpa.repository.JpaRepository;

public interface BookRepository extends JpaRepository<Book, Long> {

}

**BookController.java**

package com.library.controller;

import com.library.entity.Book;

import com.library.repository.BookRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

@RequestMapping("/api/books")

public class BookController {

@Autowired

private BookRepository bookRepository;

@GetMapping

public List<Book> getAllBooks() {

return bookRepository.findAll();

}

@PostMapping

public Book createBook(@RequestBody Book book) {

return bookRepository.save(book);

}

@GetMapping("/{id}")

public Book getBookById(@PathVariable Long id) {

return bookRepository.findById(id).orElse(null);

}

@PutMapping("/{id}")

public Book updateBook(@PathVariable Long id, @RequestBody Book bookDetails) {

Book book = bookRepository.findById(id).orElse(null);

if (book != null) {

book.setTitle(bookDetails.getTitle());

book.setAuthor(bookDetails.getAuthor());

return bookRepository.save(book);

}

return null;

}

@DeleteMapping("/{id}")

public void deleteBook(@PathVariable Long id) {

bookRepository.deleteById(id);

}

}

**LibraryManagementApplication.java**

java

CopyEdit

package com.library;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class LibraryManagementApplication {

public static void main(String[] args) {

SpringApplication.run(LibraryManagementApplication.class, args);

}

}

**Spring Data JPA with Spring Boot, Hibernate:**

**Find a country based on country code:**

1. Create Custom Exception

package com.cognizant.ormlearn.service.exception;

public class CountryNotFoundException extends Exception {

public CountryNotFoundException(String message) {

super(message);

}

}

**Update CountryService**

package com.cognizant.ormlearn.service;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

import com.cognizant.ormlearn.service.exception.CountryNotFoundException;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import javax.transaction.Transactional;

import java.util.List;

import java.util.Optional;

@Service

public class CountryService {

@Autowired

private CountryRepository countryRepository;

@Transactional

public List<Country> getAllCountries() {

return countryRepository.findAll();

}

@Transactional

public Country findCountryByCode(String countryCode) throws CountryNotFoundException {

Optional<Country> result = countryRepository.findById(countryCode);

if (!result.isPresent()) {

throw new CountryNotFoundException("Country not found with code: " + countryCode);

}

return result.get();

}

}

**3. Add Test Method in OrmLearnApplication**

private static void testFindCountryByCode() {

LOGGER.info("Start");

try {

Country country = countryService.findCountryByCode("IN");

LOGGER.debug("Country: {}", country);

} catch (CountryNotFoundException e) {

LOGGER.error("Exception: {}", e.getMessage());

}

LOGGER.info("End");

}

**4. Modify main() Method**

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

countryService = context.getBean(CountryService.class);

testGetAllCountries();

testFindCountryByCode();

}

Output:
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**Add a new country**

**Update CountryService**

@Transactional

public void addCountry(Country country) {

countryRepository.save(country);

}

**2. Add testAddCountry() in OrmLearnApplication**

private static void testAddCountry() {

LOGGER.info("Start");

Country newCountry = new Country();

newCountry.setCode("JP");

newCountry.setName("Japan");

countryService.addCountry(newCountry);

try {

Country country = countryService.findCountryByCode("JP");

LOGGER.debug("Added Country: {}", country);

} catch (CountryNotFoundException e) {

LOGGER.error("Exception: {}", e.getMessage());

}

LOGGER.info("End");

}

**Call the Method in main()**

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

countryService = context.getBean(CountryService.class);

testGetAllCountries();

testFindCountryByCode();

testAddCountry(); // Add this

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgoAAABwCAYAAAB/51jbAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABQ3SURBVHhe7d1/TBtnngbwp+0foITrbmSLdY7ELb1imSRu9rgLUZOgohzbVAG03VqmlhJVjXQnTmzZbogqRWnXQmwbRapCf5CiRV2JU9VIDpb7QyFR0qPIFU0R5MpdjzRYTm65OGXxIVvdyyUV/FPuj5mx33nt1xhjSAjPRxopzDuM7WHs95n3/Y7zwNzc3DyIiIiIMnhQXkFERERkYFAgIiIiJQYFIiIiUmJQICIiIiUGBSIiIlJiUCAiIiIlBgUiIiJSYlAgIiIiJQYFIiIiUmJQICIiIiUGBSIiIlJiUCAiIiIlBgUiIiJSYlAgIiIiJQYFIiIiUnpgbm5uXl6ZJjSIYGtCXgs47dgd2AkbJhByXUECFmwd3wun3hzrPYtL50v1bWIY9QzhZli1D110BP31Ucyp2gtFfhwARW01aDgkPFJoEMFWmF7TcjAfJyIiontHbiMKtXvhHvfAPb4NFgCWLo/2s9SxFTnv4HpvTFiTrqitRt9Xhn2EBhGsj6LE2P94DTYjikueEWTf6yKlPY62mEICERER5RgUclSyvxQ4fyPPTj2G0fcSKGqrQW2tsc6G6sA2WMJRhEPmrZci/FkCcNrhTD4OERERZVLQoIDynXi8Is9OPXoDM2GgpFy+qt+AdU4g8dmEtD5/P60oBrKEj1jvWQRdAX26JYFvXQHtZ1cA/aYRkwmEhLag6yxGo0JzdAT9+rrwsfR9GOsudc4C4SguCfsKKZ4bERHRSipsUADgfNqyhE69GOsek9fZ8HCFvG5pbIcasbURSLRm6vy1dve4B+4uCwALtmacnohh1DMNm9C2tXEWN+sHYS7DmMXN+gCuV+hTLl0WzHVexmgUcB7Xfm93W7FWiyHsKzWqQkREdPcUPCigdgs2X7tuvrIWzHUOCVfgAQSP5RsqlsbopLc2pp7T4q7ibagOmIscnU9bhJ9STEWStRthwSx++JO8FRER0b2n8EEBNtj3AzOfZ65USCtmPF4ptGbqQGO4dQ0oqtggNxSEGBgSrfJoQHbJKQpjyXRnCOTplErUcsSAiIhWiWUICoDt0OMo6bwKxaBCZvZHUOoEbk9KAUNZu1BY2mjAHdzK9UmHBnGpE9h8Tgg9XZlHFIiIiFarZQkKQCVsjQnMnJfXZ2ND9a8tmOscEqYAYhg9EsVc47ZlvgLX7riAsxR2u7D6sfUoQgKxnKYkJhBSjCgsxFa+HgjPIJprSCEiIlohBf3CJXQJQ+rGFxolt9G+cGlmv/SlRjL5sRq3SdMTS6X44ifF48R6z2p3JehS9QbyfoqxuasUM6138LjxBU36MSgRj4tC+FgA355N/WzJ4XeIiIiWW25BgYiIiNakZZp6ICIiovsBgwIREREpMSgQERGREoMCERERKTEoEBERkRKDAhERESkxKBAREZESgwIREREpMSgQERGREoMCERERKTEoEBERkRKDAhERESkxKBAREZESgwIREREpMSgQERGREoNCzqLorrFi16mo3JBysRlWazMG5PWLMoBmqxXNF+X1RIWknc9WqxXWmm5kOasLZHnP69GBJjzvP4yPp+WWwlqpx1lNpoYP43l/E7quyi2rU7bXM9Civ2eW/Dm/uuQQFGIY9QQQdJmX/t6Yeaves2nbBF0BhEL6BqHBtLagaxDh1B4w6knfLzCBkLgfYV1qP2cxms8n3cXmFfygXH7RU7v0k1hbsoaaZRQ9tWsVHVOhw7RaYbXuQvekvM3KWMnjFj3lhQ8dGIvHER9qgV3eYJUpW18mr9JMf4Q2fxOeNy1iRz+Fjz+R25vQNjxl3o9O+ThrWNlPyuVVSVqwkpaBEXmze0q211PXHUc8PoaOyiC8LWsnKuQQFDRFbTVwj3u05Zwd6BxC8NiEtJUFW41t9KW2VmwvxuZzqbatjQl86xmBHA2yCg0i6LqC2+LzGd8B/GGR+wEw8GkQjvYOuCc+RP9d6hwKQ+vsqtpd8MfjiOuLH2/ctU5vVZjsxi5rFXwuf/KYxeN+4M2V6azvpsjVCBzPN6z6gGBWjrKN0qqNz6HT24czxvKUFxm7eusR0za4cThLh5bhcda8MmzaIK8DquuEY+/twxGrvMW9KvPr0djR8pobGI/c958ThpyDgol9Jxq6LMDZ6/ldyeucT1uA8B38RW5QmkCoNYGitho0HLIJ622oPr4T4pqFDSDQ58DB+hZ4miLwvbmK0+HFN+CbcKDjcg/qhNX2l3rQog7Ha97Amz5EKjsw1m06amjpXv1X2LQEG5/DkUfKgPgIRuU2ojUov6AAALUbYcEsZj5f7HW8IYbR9xJA40Y45SaV0DQSKEbpPywuEmR0MYBg5UE0lAN1v3QDfYG0OSfzUH4VfPIAij7vmtzmQFDeQL9qFbbJMLScmveywmr1IsNeshr4NAg0dSwQCuQhdmlq4mJz+rC7VHORHBo3pmykoXrjdVS1R4AJH6qEx0rNTafmqk3HNzmMpx9TeVhPP47m6RTjNeUzXTCAQB/gfm2hULDU45aqbTH9nYXzoCDHTf+byDUA2raLPz7yNJZ83prP2Qx/r7RtMpzXObw3clX25Fs44/0NquWGpSjelDb6sCyPk3QBF14uxoWv/xvDvy9G78v68v4F82bTbyNgtL1cjN6XX0xN4X79Inp//zbC/T/X2qR/zwi7Cb8v7qMYF74WGhdjy29wxvsWfpXvKEva9NC7QkDTpobahqfM0xiffATz5NAIupTTS3rdwScfYerqu8ptkpb6eu5D+QcFbMA6JzB37XthXQLfZq0dmMXNeqNtCDdhx+7jleIGWcUm7wBYj4ezf7LnZODTYGrodZ8HbgQRED5ko6d2SUP5Y+gwPdUBNFu9GG8fSw1bn3aLG2gfhDt8cJ0WpgNcPlRJnYR3XJ8r1oe+pb0sIIrIOODY4pAbBFF010hD7Jc7gPaqxdcxTPhQ9fr25PP1N0Xge0F7Pdr8XRxj7Q6gUnxNcfTsM+8meMCKqqsdyefi6PPqnVwdXm13pAW36LkPEansgP+lAvzxAWAygnE4sD3bYSvgcYu0V8G3xThX/HBP+ODV91GQ47bvVXRUAsFPTUcN/WcicLT7pRCphSRXReZjOdBiRVU70HE59TzEOoaM52yf1xQWMm6TbM3lvSGF8AIFipxMf4STN6ZQ9rOdaUFhJUx/4MT/7p/FoXdmcejoCZRceVboxC/gwh+Bp97R298Jw2n1Y1gMAfGjGJ4+of1u/CiG//1F1B89gZL4v+C/9I4x/H4xhmMnUG/s5+gJ/N8HqbCQFgSTy+JDZ3Yj6BoBjiSnJ96Ct/hLnJSCwNSNwzgJY3roCPbM+nEyWUcyhY8/GcFO0xTHFPxfiIEDwKwfbZFNyamoI9Yp+EfkwJEjx3Y4Vv2Ude6WEBQykWsUGlFt+iySahQqorhkKmhcnPAxIZQsqtZB/qB0YLvpQ3YAb7RH4D5tHsoXRU/5EFyg4xp404dIk9/0YV/3SkfqBJvshq/PgY4PFrqqXSJjauIV4dWUt8Df7kDkTP8iP3Td8AudRvaAkkWTH3FjyL+8AQcrgfFr2jOxv9QhBTetw0u/+rejZSiOePyrBUZT8lTI49bkx1fJc0U73/KiPG76vKkYsCb78eGEGx3JxzU63wA8GUIIYJyTgPu04pga7aa/RR16TguPncN5veB7A3XoEQKTaVmO4sv4ydSV5hdDqHmqD51P3o2YAJT8Ioxn/k7/YaMTf2VqfQbP/O63KE3+/Cj+5m/lMVknnA3PpP79j+L22ojE+BVp/cbfwrUNmB7TRi+M8Jq+KM6LvO1E67PPCYGsDNU/y3DcrUdwpm6n/sNOPPdIGab+Z0Tv5Mvwq2fNozzVf71H+MmwB0eEx1pSYWp5C76K+4EXrGviDoglBIXv8UMYKKpQVnwsyHl8GyxIIGa6o0HNVr4ewB3c0j+hnce1wLG7rVjeNLuLAQThhif5IWVHw/PCVWwOV5uRqxHA5Vj4A6vPa07kO3yIGG2RbxCBC44CvPEiV5N7VVA8zsQ3qeezgswBQ+vwUx2pNqoQfF2/crz4BnwT4t+rUCL4ZsEXv4qO275X0VEZhE8fqdA6Y48Qdo3O14NAhmmKlOznvrp9HJHJRZzX2d4bK00sZrzHh53lKYNz/5rPpVYY4RPm/QxfkbdZGfKdEW03crzGn/0uORpg3NKYXP7zS2njApvsxi6rF/ggjnhcfUF5v8g/KBSyXgAAYMPDFfJUBoDoLdxGMdY9Voi6CM3Ap0EAQXiFD6mq9ghgXMWWO+BaoBNxbHHkVvXaJFbUS6ncsR0O48M1b1LIWazK7cj4mX+X2esPJq8utbtTXi3sm1G/GjcP1S/CPXnctHNBG+3QinVNoyFJdfA0pUZwCkcPB7me19neG8s19fD9d5haxXctzPT/HMNXvHgyOfUwi/pfyCMKuXDCeTS1j+TyT9pIxPJMPUxh6jZQtn5Tas3wYZyM7xGmHvrQ+UiOV/pGDcnVd9F2A/A+Jdxh8USmEYUCinyDiF7jthbkFxRCgwi2JlDUtkOaWlic8LErSDjtcOq3UDqfTr+TIvyHKOacpbDbAaASzrZizHUOSd+rsBh6EZswN6otWg2C1nHIUxH6XLVQzGivcAHiHNXF5rRiRq1I0ph7z0APJB+eM16wVveQVvS1AGOo3isNgUVPNWtvar0Gw3Tf72Q3vO3CcL5jOxxiOMrwenKVdmzyUd6CjqYIfC/sgq9PHD4XLaWY0RiqN8+tA1F0t+gd0So8bvaXOrT6hxofggsWuGZQ3oCDlRH4diiGU412vS5FM4DmA0KYy+G8XvC9Uaiph+mP8LHwxTmjf/4yY5FiwRiFvhmKO5fF9Nv4YrEjChufxSZrGOE/mosbRYWaehgdFmoApkcwNAuU/yTL0dfrQ7LSt9njEKcsRCPoWu4RhTUm56Aw1zmUqgdovYPN5zzSLYrIUMwof1GSWMwYwLfX7NgdEG5rrN2L3W3Iuo3tUCPcXRYkWlPbXOqcTT3EQtKmHQzilbkdLUN6gZbVCqu1Ct+8Foe/Sdh8Xw/G2gHfDj1pv74dY5c7zFeZ+3oQP+1G8IDqiqgOPXpxnNbmw/bLctFkLurQY3wJiPA4Xryqv6nr0GMUnBnteiFZco5Yn3tPPtcDgF9+Pbna16MVORrHJuswt5o2Zx0BCj2aYNjXkywITP19vMArRke0Go+bNm0TmYBiNGEh2nSGv8l8LqXOWTtahsbQAfHuDK2oV5w6WvC8XvC9USAbn0PZn1ND0idve9FpmhMvMIc+0tTnyyO8Lqy04QQ2wo9hY8rgxH/A9YJX3mwBj+LJ34XhxFGcM909sYQ7HxSqHwVOJms//Ch/og+tW1LtZU96sQdfCtt8B2+m0YAMNSTJ/Wxxw1s8Bf8Xxt/Zj01PKL4vg/LywNzc3Ly8kuieMNmNXTs+xMHLi7uKWeuip3ah6sxBjGW58h5oscK3RezcqVAGWqzw9rnhXwNz18tvCh9/chj+ErGY8R5wsVm7OMzyHruf5DyiQLSyBtC8wwek3dpHWV1s1m5tzHLHAfQam0j7G5mnFyh/+l0hMBWR0v0liu7Xg7kVs98nGBTo3pL8Eh55OJuySX5B0oFxdOQwAmN/6avU9EKhh/vXJL1eZocPaB9L3cJK9xWtyLNK+39S1tDfmFMPREREpMQRBSIiIlJiUCAiIiIlBgUiIiJSYlAgIiIiJQYFIiIiUmJQICIiIiUGBSIiIlJiUCAiIiIlBgUiIiJSYlAgIiIiJQYFIiIiUmJQICIiIiUGhUIKDSLoGkRYXk9ERLRK5fa/R4YGEWxNyGsBpx27AzthwwRCritIwIKt43vh1JtjvWdx6Xypvk0Mo54h3JR70eQ+dNER9NdHMadqLwT5MQyN2+A+XimvzV1oEMFWmI4BERHRapZbUEjSAgG6PKitTV9/21kM7N+BhkNat54pKMzsr0m2p9EDiSW5fz1coMBhQQ8KJWmvY4kYFIiI6D5T0KmHkv2lwPkbiMkNOYlh9L0EitpqhM7bhurANljCUYRD5q2JiIho+RU0KKB8Jx6vyLNTj97ATBgoKZfHDTZgnRNIfDYhrV9OMYx6AujvjSF8LICgS188I1IImkDIaHMFMk/PEBERrWKFDQoAnE9bltCpF2PdY/I6Gx6ukNcVRqJV6ORdWjAQzXUO4XpFDdzjHrjHtZGNf0tuo0+3tBntHri7LKbfJyIiWu0KHhRQuwWbr13HaFRu0Mx1Dpk65+CxfEPF0lm69A5eX9JqJxq3Ceu0kQ1DrPc6Ek47/l7+HSIiovtI4YMCbLDvB2Y+z1ypUCRegY97pLsMZvHDn4QfAQAx3LoGFFVskBvuqr9cmwUqHi5cgSUREdE9aBmCAmA79DhKOq9CMaiQmf0RlDqB25NSwFDWLtxdP60oBq7dyrNwk4iIaHVYlqAAVMLWmMDMeXl9NjZU/9qCuc4hhJLFkDGMHolirnFbYW9jLABb+XogPIOokYZU3zVBRES0iuUWFEKDek3BFSTEIsC0uwBSnP9sB8Kz8ursavfC3WURigyHcLNiiV+ClIVczLioeonavdjdBtys13/3vfXYfc6OInk7IiKiVWyRX7hEREREa0luIwpERES0JjEoEBERkRKDAhERESkxKBAREZESgwIREREpMSgQERGREoMCERERKTEoEBERkRKDAhERESkxKBAREZESgwIREREpMSgQERGREoMCERERKTEoEBERkRKDAhERESkxKBAREZESgwIREREpMSgQERGREoMCERERKTEoEBERkRKDAhERESkxKBAREZESgwIREREpMSgQERGR0oMPPfQQHnyQeYGIiIjSPTA/Pz8PAPPz8/jxxx8xPz+fXIiIiGhtSwYFIiIiIhnnHIiIiEiJQYGIiIiUGBSIiIhIiUGBiIiIlP4fLI3i+tmrPoAAAAAASUVORK5CYII=)Output:

**Demonstrate implementation of Query Methods feature of Spring Data JPA**

**Add Query Methods in CountryRepository:**

import java.util.List;

public interface CountryRepository extends JpaRepository<Country, String> {

List<Country> findByName(String name);

List<Country> findByNameContaining(String substring);

List<Country> findByNameStartingWith(String prefix);

List<Country> findByNameEndingWith(String suffix);

List<Country> findAllByOrderByNameAsc();

}

**Update CountryService to Use Query Methods**

@Transactional

public List<Country> getCountriesByName(String name) {

return countryRepository.findByName(name);

}

@Transactional

public List<Country> getCountriesContaining(String substring) {

return countryRepository.findByNameContaining(substring);

}

@Transactional

public List<Country> getCountriesStartingWith(String prefix) {

return countryRepository.findByNameStartingWith(prefix);

}

@Transactional

public List<Country> getCountriesOrderedByName() {

return countryRepository.findAllByOrderByNameAsc();

}

**Invoke in main()**

testQueryMethods();

**Demonstrate implementation of O/R Mapping**

**1. Database Table**

CREATE TABLE country (

code VARCHAR(2) PRIMARY KEY,

name VARCHAR(50)

);

2.Java Entity Class

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name = "country")

public class Country {

@Id

@Column(name = "code")

private String code;

@Column(name = "name")

private String name;

public String getCode() { return code; }

public void setCode(String code) { this.code = code; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

**Demonstrate writing Hibernate Query Language and Native Query**

**Hibernate Query Language (HQL)**

CountryRepository.java

@Query("SELECT c FROM Country c ORDER BY c.name")

List<Country> findAllCountriesSortedByName();

**Native SQL Query**

@Query(value = "SELECT \* FROM country", nativeQuery = true)

List<Country> getAllCountriesNative();

**Testing Both Queries**

private static void testHQLAndNativeQuery() {

LOGGER.info("Start - testHQLAndNativeQuery");

List<Country> hqlResult = countryService.findAllCountriesSortedByName();

LOGGER.debug("HQL Query Result: {}", hqlResult);

List<Country> nativeResult = countryService.getAllCountriesNative();

LOGGER.debug("Native Query Result: {}", nativeResult);

LOGGER.info("End - testHQLAndNativeQuery");

}